**NAME –** DEVANGI PURKAYASTHA

**REGISTRATION NUMBER –** RA1811003010689

**SECTION-** D2

LAB EXP:6 CONSTRUCTION OF PREDICTIVE PARSING TABLE DATE: 12 March 2021

**AIM : To construct a predictive parsing table**

**CODE:**

# #example for direct left recursion

# gram = {"A":["Aa","Ab","c","d"]

# }

#example for indirect left recursion

gram = {

    "E":["E+T","T"],

    "T":["T\*F","F"],

    "F":["(E)","i"]

}

def removeDirectLR(gramA, A):

    """gramA is dictonary"""

    temp = gramA[A]

    tempCr = []

    tempInCr = []

    for i in temp:

        if i[0] == A:

            #tempInCr.append(i[1:])

            tempInCr.append(i[1:]+[A+"'"])

        else:

            #tempCr.append(i)

            tempCr.append(i+[A+"'"])

    tempInCr.append(["e"])

    gramA[A] = tempCr

    gramA[A+"'"] = tempInCr

    return gramA

def checkForIndirect(gramA, a, ai):

    if ai not in gramA:

        return False

    if a == ai:

        return True

    for i in gramA[ai]:

        if i[0] == ai:

            return False

        if i[0] in gramA:

            return checkForIndirect(gramA, a, i[0])

    return False

def rep(gramA, A):

    temp = gramA[A]

    newTemp = []

    for i in temp:

        if checkForIndirect(gramA, A, i[0]):

            t = []

            for k in gramA[i[0]]:

                t=[]

                t+=k

                t+=i[1:]

                newTemp.append(t)

        else:

            newTemp.append(i)

    gramA[A] = newTemp

    return gramA

def rem(gram):

    c = 1

    conv = {}

    gramA = {}

    revconv = {}

    for j in gram:

        conv[j] = "A"+str(c)

        gramA["A"+str(c)] = []

        c+=1

    for i in gram:

        for j in gram[i]:

            temp = []

            for k in j:

                if k in conv:

                    temp.append(conv[k])

                else:

                    temp.append(k)

            gramA[conv[i]].append(temp)

    #print(gramA)

    for i in range(c-1,0,-1):

        ai = "A"+str(i)

        for j in range(0,i):

            aj = gramA[ai][0][0]

            if ai!=aj :

                if aj in gramA and checkForIndirect(gramA,ai,aj):

                    gramA = rep(gramA, ai)

    for i in range(1,c):

        ai = "A"+str(i)

        for j in gramA[ai]:

            if ai==j[0]:

                gramA = removeDirectLR(gramA, ai)

                break

    op = {}

    for i in gramA:

        a = str(i)

        for j in conv:

            a = a.replace(conv[j],j)

        revconv[i] = a

    for i in gramA:

        l = []

        for j in gramA[i]:

            k = []

            for m in j:

                if m in revconv:

                    k.append(m.replace(m,revconv[m]))

                else:

                    k.append(m)

            l.append(k)

        op[revconv[i]] = l

    return op

result = rem(gram)

terminals = []

for i in result:

    for j in result[i]:

        for k in j:

            if k not in result:

                terminals+=[k]

terminals = list(set(terminals))

#print(terminals)

def first(gram, term):

    a = []

    if term not in gram:

        return [term]

    for i in gram[term]:

        if i[0] not in gram:

            a.append(i[0])

        elif i[0] in gram:

            a += first(gram, i[0])

    return a

firsts = {}

for i in result:

    firsts[i] = first(result,i)

#   print(f'First({i}):',firsts[i])

def follow(gram, term):

    a = []

    for rule in gram:

        for i in gram[rule]:

            if term in i:

                temp = i

                indx = i.index(term)

                if indx+1!=len(i):

                    if i[-1] in firsts:

                        a+=firsts[i[-1]]

                    else:

                        a+=[i[-1]]

                else:

                    a+=["e"]

                if rule != term and "e" in a:

                    a+= follow(gram,rule)

    return a

follows = {}

for i in result:

    follows[i] = list(set(follow(result,i)))

    if "e" in follows[i]:

        follows[i].pop(follows[i].index("e"))

    follows[i]+=["$"]

#   print(f'Follow({i}):',follows[i])

resMod = {}

for i in result:

    l = []

    for j in result[i]:

        temp = ""

        for k in j:

            temp+=k

        l.append(temp)

    resMod[i] = l

# create predictive parsing table

tterm = list(terminals)

tterm.pop(tterm.index("e"))

tterm+=["$"]

pptable = {}

for i in result:

    for j in tterm:

        if j in firsts[i]:

            pptable[(i,j)]=resMod[i[0]][0]

        else:

            pptable[(i,j)]=""

    if "e" in firsts[i]:

        for j in tterm:

            if j in follows[i]:

                pptable[(i,j)]="e"

pptable[("F","i")] = "i"

toprint = f'{"": <10}'

for i in tterm:

    toprint+= f'|{i: <10}'

print(toprint)

for i in result:

    toprint = f'{i: <10}'

    for j in tterm:

        if pptable[(i,j)]!="":

            toprint+=f'|{i+"->"+pptable[(i,j)]: <10}'

        else:

            toprint+=f'|{pptable[(i,j)]: <10}'

    print(f'{"-":-<76}')

    print(toprint)

**ALGORITHM-**

**LL(1) Parsing:**  
Here the 1st **L** represents that the scanning of the Input will be done from Left to Right manner and second **L** shows that in this Parsing technique we are going to use Left most Derivation Tree, and finally the **1** represents the number of look ahead, means how many symbols are you going to see when you want to make a decision.

**Construction of LL(1) Parsing Table:**  
To construct the Parsing table, we have two functions:

**1:**[First()](https://www.geeksforgeeks.org/compiler-design-first-in-syntax-analysis/)**:** If there is a variable, and from that variable if we try to drive all the strings then the beginning *Terminal Symbol* is called the first.

**2:**[Follow()](https://www.geeksforgeeks.org/compiler-design-follow-set-in-syntax-analysis/)**:** What is the *Terminal Symbol* which follow a variable in the process of derivation.

Now, after computing the First and Follow set for each *Non-Terminal symbol* we have to construct the Parsing table. In the table Rows will contain the Non-Terminals and the column will contain the Terminal Symbols.  
All the **Null Productions** of the Grammars will go under the Follow elements and the remaining productions will lie under the elements of First set.

**OUTPUT** –
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**RESULT –**

The given program has been successfully executed.